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Abstract

Exploring the climate impacts of various anthropogenic emissions scenarios is
key to making informed decisions for climate change mitigation and adaptation.
State-of-the-art Earth system models can provide detailed insight into these impacts,
but have a large associated computational cost on a per-scenario basis. This large
computational burden has driven recent interest in developing cheap machine
learning models for the task of climate model emulation. In this manuscript, we
explore the efficacy of randomly wired neural networks for this task. We describe
how they can be constructed and compare them to their standard feedforward
counterparts using the ClimateBench dataset. Specifically, we replace the dense
layers in multilayer perceptrons, convolutional neural networks, and convolutional
long short-term memory networks with randomly wired ones and assess the impact
on model performance for models with 1 million and 10 million parameters. We
find average performance improvements of 4.2% across model complexities and
prediction tasks, with substantial performance improvements of up to 16.4% in
some cases. Furthermore, we find no significant difference in prediction speed
between networks with standard feedforward dense layers and those with randomly
wired layers. These findings indicate that randomly wired neural networks may be
suitable direct replacements for traditional dense layers in many standard models.

1 Introduction

Characterizing the response of the Earth system to future emissions scenarios is key to informing
climate change mitigation and adaptation strategies. Modern Earth system models (ESMs) are
incredibly useful tools for this task, providing detailed climate projections far into the future for
scenario-based analysis. However, as the process complexity and spatial resolution of such ESMs
increases, so does their computational cost [1]. Consequently, it becomes impractical to explore
a wide range of possible emissions scenarios with modern ESMs, limiting their applicability to a
restricted set of future scenarios [2]. To address this large computational cost, the climate modeling
research community frequently makes use of emulators, a set of computational tools that aim to
approximate the complex relationships in a full ESM at a fraction of the computational cost. Recent
developments have demonstrated the considerable promise of machine learning (ML) techniques such
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as linear models [3, 4, 5], tree based methods [6, 7, 8], and various implementations of neural networks
[9, 10, 11, 12] in these emulation tasks for both individual model components [13, 8, 14, 15, 16]
and entire ESM predictions [17, 18, 5, 19]. ML models often enable accurate predictions at greatly
reduced computational cost relative to full ESMs. This is broadly indicative of a very large potential
design space for ML model architectures. Here, we investigate so-called "randomly wired neural
networks" in an effort to further explore this architecture design space for climate model emulation.
Randomly wired neural networks are a special class of neural network where components are
connected in a random, rather than structured, manner. This is in direct contrast to widely-used fully
connected artificial neural networks, where each component is connected only to the preceding and
following components in the neural network. Randomly wired neural networks have demonstrated
skill in a variety of domains, including handwriting recognition [20], internet network attack detection
[21], and aerosol optics prediction [22]. Random wiring is a form of neural architecture search (NAS)
[23] that searches a more complete space of connectivity patterns than other common NAS strategies
[24] to identify high-performing model architectures.

In this work, we evaluate the suitability of randomly wired neural networks for climate emula-
tion using the ClimateBench benchmarking dataset. We specifically investigate the use of random
wiring to predict temperature and precipitation statistics. To that end, we compare the performance
of random wiring against fully connected counterparts within three types of neural network mod-
els covering a wide range of complexities: multilayer perceptrons (MLPs), convolutional neural
networks (CNNs), and convolutional long short-term memory networks (CNN-LSTMs). We find
that random network wiring shows competitive results across model architectures and prediction
tasks with average performance improvements of 4.2%, up to 16.4% in some cases. Furthermore,
we find that randomly wired neural networks take no longer to make predictions than their stan-
dard fully connected counterparts. Our work indicates that in many cases, random wiring can
serve as direct replacements for traditional feedforward neural networks to improve predictive skill.
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Figure 1: Graph representation of a six layer Rand-
Dense network along with its node operation in
the inset. White circles represent hidden dense
layers and their activation functions. The brown
circle represents the output layer. Lastly, the upper
rectangular block represents neural network layers
preceding the dense layers. In this case, it is a
simple input layer which performs no operation,
but other choices such as a convolutional block are
possible (see Section 4).

2 Randomly
Wired Neural Networks

In our random networks, as well as those of
Xie et al. [23] and Geiss et al. [22], data ten-
sors flow through the network in a feedforward
manner similar to standard multilayer percep-
trons (MLPs). However, unlike the dense layers
in MLPs, dense layers in our random networks
receive inputs from any number of preceding
layers and pass their outputs to any number of
subsequent layers. That is, there may be “skip
connections" between dense layers. An example
of this class of random neural network, which
we will henceforth refer to as RandDense net-
works, is illustrated in Figure 1. Here, each layer
is represented as a node in a graph and edges
connect nodes following the flow of tensors in
a given connectivity pattern.

In the style of Xie et al. [23], our RandDense
networks have several key differences with stan-
dard networks beyond their connectivity pat-
terns. First, since RandDense nodes/layers may
have multiple inbound edges, unlike the nodes
of an MLP which only have one, every node
of a RandDense network begins with an aggre-
gation of incoming tensors via a weighted sum
with learnable, positive weights. Similarly, our
RandDense nodes may have multiple outbound
edges, which send out copies of their output,
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while MLPs only have one. Lastly, our random networks apply a ReLU activation function before
the dense layer so that the outbound tensor may have both positive and negative values, preventing
weighted sums at nodes with high input degree from becoming too large [23]. Additional imple-
mentation details of our RandDense networks is included in Appendix A.1, including the network
connectivity generation process and the input/output nodes.

3 Data

Standard benchmarks are a valuable tool for the intercomparison of ML methods. Here, we use
the ClimateBench dataset, along with its associated evalution criteria and metrics as a standardized
framework for objectively evaluating ML-driven climate model emulators [18]. The dataset contains
four main anthropogenic forcing agents as model inputs: carbon dioxide (CO2), sulfur dioxide (SO2),
black carbon (BC), and methane (CH4). While SO2 and BC are provided as annual mean spatial
distributions across a 96 × 144 global grid, the longer lived and well mixed CO2 and CH4 inputs
are provided as annual global total concentration and global average emissions, respectively. These
four inputs are a subset of the input data used drive the Norwegian Earth System Model version 2
(NorESM2) [25].

The ClimateBench task is to predict the annual mean surface air temperature (TAS), annual mean
diurnal temperature range (DTR), annual mean total precipitation (PR), and 90th percentile of daily
precipitation (PR90) as predicted by NorESM2. For the years 2015-2100, each of these variables are
provided as spatial distributions across the same 96× 144 grid as BC and SO2. Our models are each
trained to predict one of TAS, DTR, PR, or PR90. We use the first two years of every decade from
every training set experiment as validation data, train for 100 epochs with an early stopping patience
of 10, and otherwise follow the ClimateBench model training framework [18].

4 Experiments

We perform experiments three baseline neural network models: a standard MLP, convolutional neural
network (CNN), and a convolutional long short-term memory (CNN-LSTM). These architectures
span a range of model complexity and are meant to represent realistic deep learning architectures
appropriate for climate emulation tasks. We compare each model’s performance with sequentially
connected dense layers to performance using a RandDense network on the ClimateBench task (see
Section 3). We evaluate standard and RandDense networks with either 1- or 10-million parameters,
and in each case train 50 models with layer counts ranging from 2-10, and report maximum and mean
performance across the ensemble. All networks are evaluated using the “total RMSE" metric defined
in the ClimateBench framework [18]. Additional implementation details for each model architecture
type can be found in Appendix A.2.

Table 1: Best RMSE performance for each model class across all generated models. Lower is better,
and the better RMSE between the standard and RandDense models is bolded.

TAS DTR PR PR90

MLP Standard 1.928 15.62 4.663 5.651
RandDense 1.612 14.67 4.472 5.206

CNN Standard 3.350 23.15 9.235 10.30
RandDense 3.353 22.92 8.681 9.964

CNN-LSTM Standard 0.262 11.85 2.861 3.880
RandDense 0.263 11.66 2.775 3.810

While mean performance comparisons varied for random models and standard models, the best
performing RandDense models were almost always better at predicting their respective ClimateBench
variable than the best performing standard models. A summary of these best performance results
is shown in Table 1 with additional results in Appendix A.3. The best standard dense networks
only outperformed the best RandDense models in two instances, both of which show very minor
performance differences: the TAS prediction task for the CNN and CNN-LSTM architectures. In
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general, the performance gains for randomization within each model architecture are more stark
for the precipitation variables (PR and PR90). The skip connections in our RandDense networks
have previously been shown to be helpful for non-linear problems [26], and therefore may provide
more benefit in modeling precipitation, which scales non-linearly with the emulator inputs [27]. On
average, the best RandDense networks performed 4.2% better than the best standard networks, with
performance improvements of up to 16.4% in the MLP baseline TAS prediction task. Furthermore,
we found no statistically significant difference between the run times of standard and RandDense
models, indicating that they are suitable replacements for standard models in climate model emulation
tasks.

The CNN-LSTM RandDense model performed best overall. Figure 2 shows the global distribution of
the mean deviations of its best predictions from the ground truth over the test set. In most locations
the mean deviations are statistically insignificant (p > 0.05 using a two-sided independent sample
t-test) and are shown as white in the plot. Furthermore, the significant errors are relatively small. For
example, the mean prediction errors for TAS are almost all within than 0.3 K (generally less than
12%). Global distribution plots of mean deviation for the other model architectures may be found in
Appendix A.3.

1.0 0.5 0.0 0.5 1.0
Temperature (K)

0.4 0.2 0.0 0.2 0.4
Diurnal temperature range (K)

1.0 0.5 0.0 0.5 1.0
Precipitation (mm/day)

2 1 0 1 2
Extreme precipitation (mm/day)

Figure 2: Mean differences between ClimateBench NorESM2 simulated target variables and the best
performing CNN-LSTM emulators averaged over the test scenario between 2080-2100. Statistically
insignificant differences (p > 0.05) are masked.

5 Conclusion

Motivated by the promise of randomly wired neural networks in related applications, we explored
random wirings between dense layers of neural networks for the task of climate model emulation.
We replaced the traditional feedforward dense layers in MLPs, CNNs, and CNN-LSTMs with our
randomly wired networks, coined “RandDense” networks, and conducted performance experiments
using the ClimateBench dataset. Across several architectures, model complexities, and predictands,
we found performance benefits for models containing randomly wired layers. Our work indicates that
in many cases, standard feedforward networks may be effectively replaced with RandDense networks
to achieve better performance at no additional computational cost.
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A Supplemental Material

A.1 RandDense Implementation Details

Network connectivity. Since the layers within our RandDense networks are randomly wired, the first step in
generating such a network is determining which layers are connected to which, or the network connectivity.
Following Geiss et al. [22], given a fixed number of layers n, we randomly select the number of neurons per
dense layer and generate an adjacency matrix representing the connections between layers in our RandDense
network. Since our RandDense networks are still feedforward in nature, several constraints may be placed on
the adjacency matrix. If we let each row represent a layer, and column values represent connections (inbound
edges) from previous layers, then the adjacency matrix must be lower triangular. Thus, there are n(n+ 1)/2
possible connections for an n layer random network. The corresponding adjacency matrices for the network
in Figure 1 and a standard MLP are shown in Figure 3. Some of these connectivity patterns may have layers
without an inbound or outbound tensor. Thus, to ensure the network is valid, we follow Geiss et al. [22] and
iterate through each row and column, randomly activating an edge in each row/column if it has no active edges.

In


1 0 0 0 0 0
0 1 0 0 0 0
0 0 1 0 0 0
0 0 0 1 0 0
0 0 0 0 1 0
0 0 0 0 0 1



(a) A six layer MLP along with its corre-
sponding adjacency matrix.

In


1 0 0 0 0 0
0 1 0 0 0 0
1 0 0 0 0 0
0 1 1 1 0 0
1 0 0 1 1 0
0 0 1 1 1 1



(b) The six layer RandDense network from 1
along with its corresponding adjacency ma-
trix.

Figure 3: Graph representations of a six layer MLP and six layer RandDense network shown side-by-
side with their respective adjacency matrices.

Node operations. Nodes in a RandDense network may have multiple inbound or outbound edges, unlike the
nodes of an MLP which only have one of each (see Figure 3). To treat this difference, we must define a new
operation that occurs at every node.

The node operation of our RandDense networks begins with an aggregation of the incoming tensors. If a node has
more than one inbound edge, we follow Xie et al. [23] and aggregate the incoming tensors via a weighted sum
with learnable, positive weights. The weights are kept positive by applying the sigmoid function. Exclusively
summing inbound tensors instead of concatenating them [22] requires a consistent number of neurons per
layer throughout the network, but avoids extremely large input tensors that might occur using concatenation.
Additionally, in the style of Xie et al. [23], our random networks have the ReLU activation function before the
dense layer so that the outbound tensor can contain both positive and negative values. This avoids extremely
large weighted sums when the number of inputs to a given layer is high. Figure 4 illustrates the differences
between a node, which contains the dense layer and its activation, in a standard MLP and our random networks.
Notice that a node in the graph representation of an MLP in Figure 4a contains a dense layer followed by ReLU
activation, while a node of the RandDense network in Figure 4b contains an weighted summation followed by
ReLU activation then the dense layer.

Input and output nodes. Like the hidden layers of a RandDense network, the first and last layers of such a
network are different than those of a traditional MLP. In particular, the first (input) node may be connected with
multiple other nodes downstream instead of just one, and the last (output) node may have multiple inbound
edges instead of just one. As such, we make a few minor changes to the network to account for these differences.

We start with the input node, the first node immediately following the input layer. If it is connected to multiple
downstream nodes, it will simply send out a identical copy of its outbound tensor along each outbound edge. We
must also carefully define the input node’s internal node operation. Similarly to Xie et al. [23] our general node
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In

Dense

ReLU

(a) An MLP network with six hidden layers,
along with its node operation. As is typi-
cal in MLP networks, the activation function,
ReLU in this case, follows the dense layer.
Furthermore, each node only has one input
and output edge. Thus, unlike the RandDense
network, there is no aggregation by weighted
sum.

In

ReLU

Dense

+
×w0

×w1

×w2

(b) A RandDense network with six hidden
layers, along with its node operation. Ag-
gregation from three previous input nodes
is done via weighted sum with weights w0,
w1, and w2. The summation is followed by
ReLU activation and the dense layer. Lastly,
two identical copies of the output are sent to
two separate nodes downstream.

Figure 4: Graph representations of a six layer MLP and six layer RandDense network shown side-
by-side with their respective node operations. White circles represent hidden dense layers and their
activation functions. Brown circles represent the output layer discussed in Section 2. Lastly, the
upper rectangular block represents neural network layers preceding the dense layers. In this case, it is
a simple input layer which performs no operation, but other choices such as a convolutional block are
possible (see Section A.2).

operation discussed previously (dense layer followed by ReLU) is the same for every node in the graph. That
is, each dense layer will have the same number of neurons, which is randomly chosen. However, this number
of neurons is likely not the same as the required input and output shape of the network. As such, we make a
few minor changes to the network so that it is valid. First, the node immediately following the input layer will
contain a number of neurons equal to the difference between the randomly selected layer size and the input size.
For example, if the randomly selected layer size is 100 and the input size is 12, the first randomly wired node
following the input layer will contain a dense layer of size 88. Then, this dense layer is concatenated with the
input to create a layer of the correct size. This is done so that any nodes downstream of the first node may still
have direct access to the input [22].

For the output node which may have multiple inbound edges, we simply take the average of all inbound tensors
and send this value to a final dense layer of the desired output size. This final output node, which is colored
brown in Figure 4b, has linear activation instead of ReLU so that both positive and negative values may be
output.

A.2 Experimental Setup

In this section we provide additional implementation details for each model architecture (MLP, CNN, and
CNN-LSTM) and further discuss our experimental setup.

MLP. A standard MLP model is the most common and basic type of neural network which only contains dense
layers. They have been extensively used in climate modelling tasks such as subgrid process representation [28],
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rainfall downscaling [29], longwave raditaion emulation [11], and evaporation prediction [30], and stochastic
synthesis in hydrology simulations [31].

We begin with the first parameter limit of 1 million. We generate MLP models for a given number of hidden
layers by randomly selecting a fixed layer size for all of the hidden layers such that the network’s parameter
count is 1 million ±10%. We generate 50 such MLP models with 2 hidden dense layers, 50 MLPs with 3 hidden
dense layers, and so on up to 10 hidden dense layers. This gives 450 MLP models. The process is repeated
for a parameter limit of 10 million, yielding a total of 900 MLPs. For the RandDense comparison networks,
we repeat a similar process. Using the network generation method described in Section 2, we generate 50
RandDense networks for 2-10 hidden layers at both the 1 million and 10 million parameter count for a total of
900 RandDense networks.

As discussed in Section 3, the inputs to the models are global CO2 and CH4, as well as 96× 144 grids of SO2

and BC. However, in MLPs each input is handled by one neuron in the input layer. As such, if we directly fed
the anthropogenic forcer inputs to the model, the input layer would be over 26,000 neurons wide. This is a
extremely high layer size, and so we follow Watson-Parris et al. [18] and perform dimensionality reduction on
the SO2 and BC inputs. Specifically, we take the first five emperical orthogonal functions (EOFs) of each to
replace their 96× 144 grids. Thus, the total input size to the MLP is 12: the first five EOFs for SO2 and BC,
plus global CO2 and CH4.

CNN. Convolutional neural networks (CNNs) have been widely adopted in object tracking and image recognition
tasks because they are able to model spacial dependencies [32, 33]. CNNs have also been recently adopted for
various weather and climate tasks such as precipitation nowcasting [34], bow echo detection [35], climate zone
classification [36] and ocean modelling [37].

Following a similar process as with the MLPs, we generate 50 MLPs and 50 RandDense networks with 2-10
hidden dense layers for both 1 and 10 million parameter counts. However, rather than being standalone networks,
these models are appended to a convolutional block. This block begins with a convolutional layer with 20 filters,
a kernal size of 3, ReLU activation, and L2 regularization [38]. The convolutional layer is followed by average
pooling with a stride of 2 and global average pooling.

Since CNNs are designed to handle images with multiple channels, we preserve the original dimensionality of
the input variables, unlike the transformation we conducted for the standalone MLP and RandDense networks in
the previous subsection. Specifically, we are able to feed the 96× 144 maps of SO2 and BC to the convolutional
network, as well as global CO2 and CH4. In order to treat the four input variables as four channels of one
96× 144 “image" of the globe, CO2 and CH4 are transformed to 96× 144 grids where each grid cell has the
same value, the global concentration of CO2 or emissions of CH4.

CNN-LSTM. Long short-term memory (LSTM) networks are a type of recurrent neural network (RNN) which
model temporal dependencies. This time-aware property makes them useful for a range of forecasting tasks such
as precipitation downscaling [29], soil moisture estimation [39], and flood forecasting [40]. For the specific task
of climate model emulation, a combined CNN-LSTM model has been shown to outperform CNN and LSTM
models in isolation [18].

As in the previous two architecture setups, for this architecture we generate 50 MLPs and 50 RandDense
networks with 2-10 hidden layers for 1 and 10 million parameter counts. These models are then appended to a
CNN-LSTM block. This block first consists of the same convolutional, average pooling, and global average
pooling layers as in the previous subsection, but with each of them time distributed (applied in the same way)
across every 10 year time window within the training samples. These time distributed layers are followed by an
LSTM with 25 units.

In order to enable the CNN-LSTM block to make time-aware predictions, the training data is transformed slightly
by slicing it into 10 year time windows. For example, two such windows might be 2015-2024 and 2016-2025.
Like the CNN model of the previous subsection, we are able to preserve the original high dimensionality
(96× 144) of the input variables.

A.3 Additional Results

In this section we present the full results of our experimental testing, including both mean and best performance
graphics. Figure 5 shows a comparison of mean RMSE performance across both parameter counts and all layer
counts we tested in our experiments. Points below the y = x line in black indicate that the RandDense networks
outperformed the MLP networks, and vice versa for points above the y = x line. The farther a point is from the
y = x line, the more drastic the performance difference. Figure 6 is similar but shows best RMSE performances.
Figures 7 and 8 show these same mean and best performance metrics for the CNN and CNN RandDense models,
with Figures 9 and 10 showing these metrics for the CNN-LSTM and CNN-LSTM RandDense models. While
mean performance for temperature variables show mixed results, in almost model type the RandDense variations
show better best performance across the temperature variables and better mean and best performance across both
precipitation variables.
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Figure 11 shows the global distribution of the mean deviations of the best MLP/RandDense predictions from the
ground truth over the test set. Figures 12 and 13 show the same mean deviation plots for the best CNN/CNN
RandDense and CNN-LSTM/CNN-LSTM RandDense emulators, respectively.
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Figure 5: Mean RMSE of 50 MLP models vs. mean RMSE of 50 RandDense models for both TAS,
DTR, PR, and PR90. The color heatmaps to the right indicate the number of hidden layers. Errorbars
show ± standard error of the mean.
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Figure 6: Best RMSE of 50 MLP models vs. best RMSE of 50 RandDense models for both TAS,
DTR, PR, and PR90. The color heatmaps to the right indicate the number of hidden layers.
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Figure 7: Mean RMSE of 50 CNN models vs. mean RMSE of 50 CNN RandDense models for both
TAS, DTR, PR, and PR90. The color heatmaps to the right indicate the number of hidden layers.
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Figure 8: Best RMSE of 50 CNN models vs. best RMSE of 50 CNN RandDense models for both
TAS, DTR, PR, and PR90. The color heatmaps to the right indicate the number of hidden layers.
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Figure 9: Mean RMSE of 50 CNN-LSTM models vs. mean RMSE of 50 CNN-LSTM RandDense
models for both TAS, DTR, PR, and PR90. The color heatmaps to the right indicate the number of
hidden layers. Errorbars show ± standard error of the mean.
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Figure 10: Best RMSE of 50 CNN-LSTM models vs. best RMSE of 50 CNN-LSTM RandDense
models for both TAS, DTR, PR, and PR90. The color heatmaps to the right indicate the number of
hidden layers.
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Figure 11: Mean differences between ClimateBench NorESM2 simulated target variables and the
best performing MLP/RandDense emulators averaged over the test scenario between 2080-2100.
Statistically insignificant differences (p > 0.05) are masked.
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Figure 12: Mean differences between ClimateBench NorESM2 simulated target variables and the best
performing CNN/CNN RandDense emulators averaged over the test scenario between 2080-2100.
Statistically insignificant differences (p > 0.05) are masked.
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Figure 13: Mean differences between ClimateBench NorESM2 simulated target variables and the
best performing CNN-LSTM/CNN-LSTM RandDense emulators averaged over the test scenario
between 2080-2100. Statistically insignificant differences (p > 0.05) are masked.
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